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Abstract: Architectural design patterns capture proven solutions of skilled designers to many recurring design problems. However, these
patterns may lead to large solutions and overengineering, which are considered alarm signals from the viewpoint of agility . This paper reports
the results of two case studies focusing on the adoption of architectural design patterns in agile development of mobile applications for real 
markets. The Agile Architecture Line Approach and Model were applied in the case studies. The used approach and model strive for a light
and robust architecture design framework for mobile applications and services. In this approach, current architectural knowledge concerning 
available patterns and solutions will be captured during the Architecture Line Definition phase taking place before production. Based on the
experience gained from the first case project, more emphasis was laid on capturing the current architectural knowledge about the patterns and
solutions proven useful and effective in similar applications running on the used platform. The patterns are augmented before production with
suitable supporting information so as to enable them to help inexperienced designers to improve the quality of mobile applications developed
in nine-week agile projects in concordance with agile values. This paper demonstrates empirically that architectural design patterns can help
to develop viable software architectures and to document them in a useful way, as applied in the challenging context of tough time-to-market 
demads, the mobile development environment and the J2ME platform. This paper further shows that pattern-based rationale of design 
decisions and architectural components can be a key success factor in designing mobile software and improving its quality. The empirical
results of this paper are presented in a manner enabling practitioners to utilize the proposed solutions in similar projects. 
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1. Introduction 
 
Agile software development solutions [for an overview, see 
1]can be seen to provide a good fit for the mobile application 
environment due to its high volatility and tough time-to-
market demands. Mobile applications are generally quite small 
and majority of them are developed by small software teams.  

While, so far, mobile commerce applications have not been 
very successful, telecommunications companies believe that 
the situation will change in the near future. This would lead to 
a widespread adoption of mobile services in combination with 
mobile commerce applications [2]. At present, basically 
anyone with the required skills can develop applications for 
mobile terminals thanks to open platform technologies such as 
Symbian and Java. 

The few published articles on mobile software 
development argue for the existence of specific design 
challenges compared to traditional desktop applications 
development [3-5]. This study focuses on agile development 
of mobile applications from the viewpoint of using 
architectural design patterns.  

Architectural design patterns [6-8] describe the expertise 
of experienced developers on solving recurring architectural 

design problems in specific design contexts. It has been 
argued that patterns help developers to create new software 
more effectively, while simultaneously maintaining a high 
quality of developed software. Furthermore, patterns are most 
effective when they enhance communication not only among 
designers but also between designers and other project 
stakeholders.  

Agile software development relies on a defined set of 
values and principles guiding the development (see 
www.agilemanifesto.org). The principles and values 
motivating agile modeling practices, as drawn from the Agile 
Manifesto, have been presented by Ambler [9]. Similarly, the 
documentation of patterns is motivated by a set of values [10]. 
There are several similarities between the values stated by the 
promoters of agile solutions and those shared by the pattern 
authors. Contrary to a common belief that agile software 
development neglects the viewpoint of architecture 
development, many agile experts call for explicit attention to 
good design and architecture early in the development [e.g., 
11, 12]. 

Many patterns represent the bottom-up engineering-
oriented type. Examples of such patterns can be found in [6], 
[7] and [8]. They can be used to provide restructuring targets 
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in agile refactoring [13] activities for enhancing software 
modularity, maintainability, and reusability [6, 14].  

The adoption of patterns has, however, proven difficult [6, 
8, 15]. Only few patterns describe the architectural expertise 
of experienced mobile software developers [8] and there are 
only some publications available discussing examples and 
experiences of applying trusted general-purpose patterns in the 
construction of mobile applications. Kerievsky [16] argues 
that “unless people devote significant study to patterns, they 
will be in danger of misunderstanding them, overusing them, 
and overengineering with them.” In eXtreme Programming 
(XP), patterns are most useful when people are familiar with 
them and use them in a disciplined XP way. Patterns are often 
implemented in their most primitive forms in early design 
phases and these implementations are altered or upgraded later 
[16]. 

The pattern-specific guidelines of pattern descriptions are 
insufficient for applying patterns in building complex real-
world software architectures [8, 15]. The pattern descriptions 
fail to address the integration of patterns into a partial design, 
the combination of patterns to larger design structures, the 
application order of a given set of patterns, and the resolution 
of problems that cannot be solved by a single pattern in 
isolation [15]. Some pattern collections, e.g., [6-8], include 
useful but collection-specific pattern selection procedures.  

This paper addresses the challenges introduced above and 
reports the results of two case studies where a mobile service 
and a mobile extension to an existing pc-based information 
system was developed. Both case projects used an agile 
software development approach called Mobile-D [17], which 
is based on XP practices. This paper focuses on the adoption 
of architectural design patterns in a situation where the 
developers are not familiar with related concepts, which can 
be seen as a common situation in mobile development 
environments.  

The paper is organized as follows. The next section 
introduces the research design of the study. The paper 
continues with a summary of the supporting material of the 
case projects for the adoption of architectural design patterns. 
The main findings of the cases is then presented. Finally, some 
conclusions are drawn. 
 

2. Research Design 
 

Developing mobile applications is a challenging task due to 
the specific demands and technical constraints of mobile 
development. Very little is known about the use of 
architectural patterns a) in agile software development of b) 
mobile software systems from the practical viewpoint. 

Mobile-D, an agile software development approach [17] 
based on the practices of eXtreme Programming, or XP, which 
is the best known agile method [11], is one of the pioneer 
approaches for mobile application development. The 
predecessor project [for details, see 18] for the case studies of 
this paper, i.e. the zOmbie and bAmbie projects, also showed 
that no patterns can found or utilized in 8-week Mobile-D 

projects without any support for the adoption. Due to these 
issues, the Mobile-D approach and two case projects were 
selected for studying if architectural design patterns could be 
used in the development of mobile applications for improving 
software architecture.  

 
2.1 Research setting 

 
 Agile Architecture Line Model  

The Agile Architecture Line Model in Figure 1 provides the 
design and documentation context and process phases for 
adopting the architectural patterns in the case projects. Figure 
1 presents the Architecture Line Model from the viewpoint of 
systematic piecemeal growth of architectural design and 
documentation in the different phases of the Mobile-D 
process. Architectural patterns represent one form of creating, 
understanding, communicating, and documenting viable 
architectural solutions.  

The Agile Architecture Line Model [originally introduced 
in 19] strives for a light and robust architecture design frame 
for mobile applications and services. It aims at producing 
maintainable and expandable products with trusted 
infrastructures. The Architecture Line concept involves 
selecting and using architectural design patterns in a 
systematic manner over the course of agile projects. It relies 
on agile values and principles and attempts to mitigate the 
risks of overengineering in tough time-to-market development 
environments. 
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Figure 1. Agile Architecture Line Model 

 
The growth of the architecture in an agile software 

development project progresses over a series of phases. Phase 
-1 includes activities performed prior to project commission 
and launch. Phase 0 consists of activities related to the first 
iteration of product development. Piecemeal and systematic 
growth of architectural understanding progress over 
subsequent phases as shown in Figure 1.  

 
 2.1.1 Case studies  

The zOmbie project team was developing a mobile service 
application for active investors for an easy access to financial 
services involving trading in the stock market and visualizing 
real-time market data and stock exchange indexes. The 
bAmbie project team was developing a mobile extension to an 
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existing production planning system enabling sales personnel 
to visualize the on-line the state of factory production 
anywhere in the world at any given time. The cases shared a 
common development concept: “From a scratch idea to a 
marketable java-based mobile application in nine weeks, 
running on several mobile phone terminals”. The concept was 
realized via rapid iteration cycles and very small software 
releases of the Mobile-D process using the minimum-footprint 
J2ME platform on client mobile phones. 

The zOmbie team included five 5th to 6th year university 
students and a research scientist with several years of  
experience in software development but very limited 
experience with the Java language and the J2ME platform. 
The bAmbie team consisted of three university students and 
one designer from the customer organization with no 
experience of the J2ME platform but with sound knowledge of 
the existing pc-based information system. None of the group 
members were working in both of the teams. All the students 
involved had participated in an introductory course on 
software architecture and architectural design patterns prior to 
the projects. The course had included a small exercise on the 
use of the J2ME platform.  

The development environments of the two projects were 
almost identical. However, the MySQL database was used for 
the stock market data in the zOmbie project and the Oracle 
database for the production system data in the bAmbie project. 

Both case projects involved six similar iterations or phases 
of the Mobile-D process (Figure 1): Phase 0 spanned one 
week, Phases 1 to 3 two weeks, and Phases 4 and 5 one week. 
Both case studies required one extra enhancement iteration at 
the end of the project in addition to the initial eight-week 
development schedule.  

The applications of the cases shared the architecturally 
important key functionality of retrieving data from a database 
and displaying it on mobile phone terminals. The customers in 
the case projects did not specify any quality requirements for 
the applications. The main difference between the cases 
regarding the adoption of architectural design patterns was to 
be found in the supporting material created during Phase -1 
prior to the start of the case projects and its use during the 
projects. The cases shared similar mobile applications, teams, 
development environments, the same agile development 
process, and J2ME, one of the most common platforms for 
mobile applications. Accordingly, the number of disruptive 
variables was very small. The zOmbie and bAmbie cases 
could thus be considered appropriate for this study focusing on 
the adoption of architectural design patterns in an agile 
development of mobile applications.  

 
2.2 Research method 

 
Cunningham [20] looks upon action research as one form of 
case study research. In action research, the focus is more on 
what practitioners do rather than what they say they do [21]. 
The multiple case study research as suggested by Yin [22] is 
the principal guiding research method in our study. Oquist 

[23] further points out that action produces knowledge for 
guiding practice, which also lays down the guidelines of this 
study.  

The support group of the case projects included an 
experienced software architect with sound expertise in 
patterns. He contributed to the study by preparing and 
presenting supporting material for the adoption of architectural 
design patterns during Phase -1 (see Figure 1) before the 
teams started to work on the case projects. Action research 
requires that reality is modified using planned interventions 
[24]. The planned interventions took place between the agile 
projects. Retrospective project post-mortem workshops [25] 
and interviews at the end of each project were used for 
capturing experiences and learning from individual projects. 
This information augmented by action point lists was used for 
starting improvement actions for the Agile Architecture Line 
Model and for developing supporting material for subsequent 
case projects.  

During the case projects, Phases 0 to n in Figure 1, the 
support group architect provided expert guidance on patterns 
whenever needed and requested by developers and particularly 
via project retrospectives. The Post-Iteration Workshop 
technique [25] was used for conducting project retrospectives 
after all iterations of the projects so as to improve the software 
development process, also including architectural design and 
documentation aspects. The support group architect did not 
intentionally intervene in the case projects since the goal of 
the study was to investigate whether an inexperienced team 
was able to make use of provided architectural patterns if 
supported by training material.  

The architectural design and documentation issues, 
including utilization of proposed patterns, were totally 
optional for the developers due to the agile values (i.e., trust 
teams and working software over comprehensive 
documentation) adopted in the projects because the customer 
did not require architectural issues.  

The data collection involved the use of the resulting 
documentation, code and design artifacts. In addition, 
consultation requests from the developers, project 
retrospectives conducted after iterations and retrospective 
project post-mortems and interviews conducted after the end 
of the projects were collected for research purposes. 

 
2.3 Research problems 

 
The main characteristics of the experimental setup were, as 
described above:  
• The development concept “From a scratch idea to a 

marketable java-based mobile application in nine weeks, 
running on several mobile phone terminals”, 

• Inexperienced teams, and 
• An agile development process with an emphasis on the 

totally optional utilization of the proposed patterns.  
This research aims to study if architectural design patterns 

can be used for improving the software architecting process of 
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Mobile-D projects in the given experimental setup. This 
general aim is divided into the following specific problems 
according to the issues identified in the introduction:  
• How to select and present patterns in the training material 

so as to motivate and facilitate their use by the project 
team?  

• How can patterns help the team to create new software 
effectively, while simultaneously maintaining the quality 
of the developed software at a high level? 

• How can patterns help the team to develop useful and 
effective software architectures? Northrop [26] identifies 
the following three fundamental reasons why software 
architecture is important: a basis for mutual understanding, 
consensus and communication among stakeholders, a 
manifestation of early design decisions about a system, and 
a transferable abstraction of the system. A useful 
architectural model with associated documentation has to 
be capable of describing adequately what the externally 
visible properties and roles of the components in the 
models are, the relationships among those components, 
and how the components cooperate to accomplish the 
purpose of the system [26]. 

• Are the Mobile-D approach with its agile values and the 
Agile Architecture Line Model suitable to be used with 
patterns?  

• How can patterns be used as a documentation aid to 
preserve vital design information that helps to maintain 
and evolve the developed product after the project? Agile 
methods generally tend to ignore problems that may occur 
after a specific software product has been developed [1]. 
 
3. Supporting material for the adoption of 

patterns 
 
An experienced software architect in the support group of the 
case projects was responsible for preparing supporting 
material for the adoption of architectural design patterns as 
well as for presenting the material during the training courses 
of the project teams before the start of the projects. 
 
3.1  The zOmbie case 

 
 When preparing the supporting material during Phase –1, the 
architect had neither enough time nor enough information 
about the application idea of the zOmbie project for analyzing 
the application and technology domains. Therefore, the 
supporting material of the zOmbie case mainly included 
general information about architectural design patterns and 
their selection and also about architectural drivers. The 
material included some more detailed information about the 
following styles and patterns [7, 27]: the client-server style, 
the tiered style, the deployment style, the module 
decomposition style, and the Layers pattern.  The material also 
included information about Java-specific J2EE patterns along 
with an example of a potential system-level architecture. 

 
3.2 The bAmbie case 
 
The supporting material of the bAmbie case included 
information about the following styles and patterns [6, 7, 27]: 
the Three-Tier-Client-Server style, the Broker pattern, the 
Model-View-Controller pattern, the Proxy pattern, the Façade 
pattern, the Layers pattern, the Singleton pattern, the 
deployment style, and the module decomposition style.  

Based on the negative experience gained from the zOmbie 
case, the supporting material of the bAmbie case was 
complemented by information about examples [e.g., 28] of 
concrete implementations of most of the patterns on the Micro 
Edition of the Java 2 Platform (J2ME) with the Mobile 
Information Device Profile (MIDP). Based on these examples, 
the supporting material provided a small and manageable set 
of potential core abstractions for structuring each subsystem of 
the system to be developed. The abstractions and their 
relations resulted from the integration of pattern examples in 
the supporting material. The abstractions and their relations 
composed potential architectural skeletons for the system to be 
developed. They were also used in the proposal for software 
architecture design document template as examples of the use 
of patterns in documenting the rationale of architectural 
decisions and solutions. 
 

4. Findings from the case studies 
 
4.1 Empirical evidence of benefits: the 

cyclomatic complexity 
 
Literature has produced little empirical evidence of the 
benefits of using architectural patterns in practice. In order to 
shed some light on this issue, the cyclomatic complexities of 
the zOmbie and bAmbie cases were calculated and compared. 
As noted earlier, the difference in the analyzed cases was the 
use of architectural patterns, which were used in bAmbie but 
not in zOmbie. 
 
Cyclomatic 
Complexity 

Risk Evaluation 

1-10 a simple program, without much risk 
11-20 more complex, moderate risk 
21-50 complex, high risk program 
greater than 50 untestable program (very high risk) 
 
Table 1. Cyclomatic complexity values and risk of defects 
(the QJ-Pro tool available from 
http://checkstyle.sourceforge.net/) 
 
Cyclomatic complexity measures the number of linearly-
independent paths through a program module. It is a measure 
of the minimum number of possible paths through the source 
and therefore the number of required tests. Therefore, as Table 
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1 shows, a higher cyclomatic complexity value suggests a 
higher risk of defects. 

 
 
 
Figure 2. Cyclomatic complexity of code in two projects. 
 
Figure 2 shows that the use of design patterns can clearly 
reduce program complexity. In bAmbie the client software 
showed two complexity points larger than 10, while in 
zOmbie this value was as great as 20. On the server side, the 
difference between the respective values was not quite as 
great, but in zOmbie the greatest complexity value in server 
code was as large as 89, which is certainly not a desirable 
result in view of the target values presented in Table 1. 
 
4.2 Answers to research problems 
 
The research problems in Section 2 are further divided into 
more specific questions (in italics) and attached with the 
answers obtained to these questions.  

How can a small set of suitable and useful patterns be 
pre-selected if no quality requirements are specified and only 
a scratch idea about the functionality of the product is 
available? The rapid iteration cycles and very small software 
releases of the Mobile-D process require that the quality of the 
developed software is constantly maintained at a good enough 
level in terms of, for example, modifiability, testability, 
expandability and integrability. Many architectural design 
patterns support these kinds of quality attributes but, if not 
applied carefully, they may also cause problems in terms of 
performance, which must be of high level in the final 
application. The results showed that the preparation of useful 
pattern supporting material requires not only enough time and 
sound expertise on patterns and architecting, but also specific 
knowledge about the use of patterns in similar applications 
running on the specified platform. This specific knowledge 
can be acquired by analyzing application and technology 
domains, particularly focusing on pointers to potential pattern 
and architecture resources, such as pattern and style 

catalogues, examples of similar applications, and typical 
system and software architectures. Pattern collections such as 
[6, 7] and [8] include useful but collection-specific pattern 
selection procedures. Pre-applied architectural design patterns 
in the example material [e.g., 28] of the J2ME platform 
provider proved highly useful. The architecturally important 
key functionality of the system needed to be crystallized from 
the scratch idea of the products for searching examples of 
similar applications. In these cases, the key functionality was 
to retrieve data from a database and to display it on mobile 
phone terminals. 

How can selected patterns be presented in the pattern 
supporting material in a manner that would make the project 
team willing to utilize them? The results showed that no 
patterns will be found or utilized if appropriate supporting 
material for their adoption is missing. In the worst case 
scenario, the teams are in danger of misunderstanding the 
patterns. Thus, the adoption of patterns without any working 
examples on similar problems and platform contexts is likely 
to fail. The supporting material of the bAmbie case included 
information about examples of concrete implementations of 
most of the patterns on the used platform. These examples 
enabled the supporting material to provide a small and 
manageable set of potential core abstractions for structuring 
each subsystem of the system to be developed. The 
abstractions and their relations resulted from the example 
integration of the patterns. The abstractions were also used in 
a proposal for software architecture and design document 
template as examples of the use of patterns in documenting the 
rationale of architectural decisions and solutions. The results 
showed that the teams had no time to use more than the 
presented part of the supporting material. 

How can patterns help the team to create new software 
more effectively? The results showed that patterns in the 
supporting material helped the bAmbie team to capture a 
comprehensive, appropriate and understandable set of core 
architectural components at the beginning of the project. This 
contributed to enhanced productivity in terms of logical lines 
of code per person month and better task estimation in the 
bAmbie case.  

How can patterns be used as a documentation aid to 
preserve vital design information that helps developers evolve 
software iterations more efficiently and maintain a high 
quality of the developed software? Pre-defined patterns and 
pattern-based core architectural abstractions in the supporting 
material allowed the team to create a comprehensive and 
appropriate set of core architectural components at the 
beginning of the project for structuring each subsystem of the 
system. The patterns and abstractions provided excellent 
targets and design information for refactoring the architecture 
of the system. The zOmbie case, which did not employ 
patterns led to the simplest architecture at the beginning of the 
project and the same architecture was maintained during the 
whole project, which led to large and complex components in 
the final architecture as shown in Figure 2. 

20 

36 

5 

89 

2 

21 

3 

21 

0 
10 
20 
30 
40 
50 
60 
70 
80 
90 

CC 

zOmbie without 
patterns bAmbie with 

patterns 

Com ex methods in clientpl
code 
Max CC value in client
code 
Complex me ds intho
server code 
Max CC value in server
code 



Architectural Patterns in the Agile Software Development of Mobile Applications 

How can patterns help the team to develop software 
architecture descriptions that can be used as a basis for 
mutual understanding, consensus and communication not only 
in the project team but also among other project stakeholders 
during the project? Two non-standard software models were 
created during Phase 1 in the zOmbie project (Layer 
Description and Composite Model). The models included a 
large number of different kinds of weakly defined components 
and relationships among components. These models, however, 
failed to describe software architecture in a useful way [26] 
for stakeholders outside the project team. The non-standard 
software models of the bAmbie case on flip charts were usable 
for architectural communication among stakeholders during 
the development because the components in the models were 
derived from high-quality core abstractions in the pattern 
supporting material.  

How can patterns help the team to develop software 
architecture descriptions that represent the manifestation of 
early design decisions? Some indications of early design 
decisions, but no design rationale, regarding the partitioning of 
the software system can be identified from the development 
time models of the zOmbie case. The design decisions of the 
software models of bAmbie on flip charts could, however, be 
traced and they were also included the pattern supporting 
material. Patterns encouraged the team to document also the 
design decisions and rationale that were not based on the 
information in the supporting material. The software 
architecture descriptions in the final document represent the 
manifestation and rationale of design decisions derived from 
the descriptions of the used patterns. 

How can patterns help the team to create software 
architecture models that are transferable across successive 
iterations as well as across similar systems? The Layer 
Description of the zOmbie case was transferable across 
successive iterations. Since the other models on flip charts and 
in the final document list almost all classes in the system, they 
had to be modified according to class insertions or removals. 
The software models of bAmbie on flip charts were 
transferable across successive iterations due to their 
background of modeling examples provided by the supporting 
material. The software architecture descriptions in the final 
document were transferable also across similar systems, e.g., 
they could be applied to the architecture of the system 
developed in zOmbie. 

Is the Agile Architecture Line Model suitable for using 
patterns? The results of the bAmbie project showed that 
patterns could be used in the fast-cyclic Mobile-D agile 
development process for new software via pre-defined pattern-
based core architectural components while simultaneously 
maintaining the desired phasing and pacing rhythm of the 
process. However, some problems were also encountered. 
More effort and guidelines is needed for the development of 
supporting material for the adoption of patterns.. The Mobile-
D process included the idea of creating a communication 
channel from the cell phone to the database during the first 
one-week iteration. The bAmbie project followed this idea and 

ended up with run-time architecture and architectural 
components that were too difficult to restructure for 
integrating the Model-View-Controller (MVC) pattern [7]. 
The particular importance of the application order of patterns 
at the beginning of the project should be emphasized more in 
the guidelines of the Mobile-D process. 

Are the adopted agile value of “trust teams” and 
particularly the derivative application of the “trust teams” 
value, the totally optional utilization of the proposed patterns, 
suitable for the adoption of patterns? The Mobile-D approach 
is based on XP practices. XP expects the majority of the 
project team members to be on expert level. While the ‘trust 
teams’ value is well suited to teams of experts, it may cause 
problems for more inexperienced teams, such as those 
involved in this study. Better results from the viewpoint of 
using patterns and other architectural issues would have been 
archived if the project team had been obligated to consult the 
support group when encountering problems in the adoption of 
proposed patterns and core architectural abstractions.  

Is the agile value “working software over comprehensive 
documentation” suitable for the adoption of patterns? All 
Mobile-D projects have followed this value. The results of the 
bAmbie case suggest that patterns can help and encourage the 
project team to document knowledge about software 
architecture in a brief and salient form [11] during the 
development period and particularly in the final 
documentation. The architectural documentation of the 
bAmbie project was as brief as that of the zOmbie project 
while simultaneously being more salient [11] in discussing the 
overall architectural design rationale and focusing more on  
the essential and high-level structures in the system. The agile 
project teams were not too keen to document software 
architectures, so it was important that patterns would support 
their documentation work while not increasing their 
documentation effort. 

How can patterns be used as a documentation aid to 
preserve vital design information that helps to maintain and 
evolve the developed product after the project? Software 
architecture knowledge remained tacit in the zOmbie project 
and had remained tacit in its predecessor mainly due to a 
common misunderstanding that the agile value of “working 
software over comprehensive documentation” neglects the 
viewpoint of software architecture. The software architecture 
descriptions in the final documents of these projects were not 
useful from the viewpoint of the criteria presented in [26]. 
This may cause serious problems for maintenance and further 
development activities after the projects particularly in case 
the project team changes. In bAmbie, quite reversely, the 
high-quality pattern-based software architecture descriptions 
recorded in the bAmbie final document have been used as a 
basis for mutual understanding, consensus and communication 
among all stakeholders after the project, including 
continuation projects along with a study course work and a 
university graduation thesis. This was achieved particularly 
via the software architecture and design document template 
proposal in the supporting material including examples of the 
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use of patterns in documenting the rationale of architectural 
decisions and solutions.  
 

5. Conclusions 
 
This paper has argued that mobile applications are developed 
in a turbulent business environment, which requires the ability 
to react rapidly to changing market needs. It was suggested 
that agile software development solutions are targeted for this 
type of environment. Architectural design patterns describe 
the expertise of experienced developers on fundamental 
structuring principles of software systems and in solving 
recurring design problems in specific design contexts. Very 
little is known about the application of these patterns in the 
context of agile development of mobile application. Empirical 
evidence, experiences and lessons-learned regarding the 
application of architectural patterns are in short supply. This 
paper makes an attempt to shed light on these issues. 

The results of the adoption of architectural design patterns 
in two case studies on the development of mobile applications 
have been described. The applications were developed from a 
scratch idea in 9 weeks with rapid iteration cycles and very 
small software releases using an XP-based agile method called 
the Mobile-D as the development frame and the Agile 
Architecture Line Model. of Mobile-D as the architectural 
design frame. The Agile Architecture Line Model defines the 
development of viable architecture solutions for mobile 
software applications in a stepwise and phase-based manner. 
The applications shared an architecturally important key 
functionality of retrieving data from a database and displaying 
it on mobile phone terminals. The team members were not 
highly experienced with software architecting, the J2ME 
platform, or architectural design patterns. The customer did 
not require the use of patterns. Thus, the use of patterns was 
optional for both of the project teams. The context, therefore, 
was highly challenging for the adoption of architectural design 
patterns. The difficulties faced have also been documented and 
reported here. 

The results show that patterns are not likely to be found or 
utilized if appropriate support for their adoption is missing. In 
the worst-case scenario, the teams are in danger of 
misunderstanding the patterns. Thus, the adoption of patterns 
is bound to fail if there are no working examples on similar 
problems or platform contexts available. Software architecture 
descriptions were not useful [26] in the final documents of the 
zOmbie project, in which no patterns were used. The zOmbie 
application was not modular enough. 

The bAmbie project showed that patterns can support agile 
values also in difficult adoption contexts such as those of the 
case projects if the patterns have been augmented before 
production with suitable information in the supporting 
material. This addition captures current architectural 
knowledge about the patterns and solutions that have proven 
to be useful and working in similar applications running on the 
same platform. The integration of the patterns resulted in a set 
of potential core abstractions and their relations. This enabled 

the team to make good use of patterns for developing viable 
software architectures and documenting them in a useful way 
and also for creating sound rationale for the trusted and high 
quality architectural solutions of the project. Pattern-based 
rationale of design decisions and architectural components 
proved to be a key success factor in designing and refactoring 
software architecture under the challenging development 
concept of this study. Empirical evidence in terms of code 
complexity demonstrated the impact of the use of patterns on 
achieving more balanced software structures.  

The augmented patterns supported agile development 
values such as the Simplicity and Communication values of 
Agile Modeling [9] and also the agile principle of “Continuous 
attention to technical excellence and good design enhances 
agility” in the context of the bAmbie project. The principle of 
optional use of supporting material originated from the agile 
value of “trust teams”. This caused problems in the application 
order of patterns. The data and empirical material presented in 
the paper serve as a useful pointer for practitioners developing 
mobile applications and researchers interested in agile 
development and use of architectural patterns.  

The Agile Architecture Line Model has been empirically 
tested in four Mobile-D case studies. The future research will 
focus on industrial cases and on radical acceleration of product 
development by developing agile architecture lines for series 
of products and for initiating software product lines and 
application frameworks. 
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