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Abstract

Agile software development methods have caught the
attention of software engineers and researchers
worldwide. Scientific research is yet scarce. This paper
reports results from a study, which aims to organize,
analyze and make sense out of the dispersed field of agile
software development methods. The comparative analysis
is performed using the method’s life-cycle coverage,
project management support, type of practical guidance,
fitness-for-use and empirical evidence as the analytical
lenses. The results show that agile software development
methods, without rationalization, cover certain/different
phases of the software development life-cycle and most of
them do not offer adequate support for project
management. Yet, many methods still attempt to strive for
universal solutions (as opposed to situation
appropriate) and the empirical evidence is still very
limited. Based on the results, new directions are
suggested. In principal, it is suggested to place emphasis
on methodological quality – not method quantity.

1. Introduction

 Agile – denoting “the quality of being agile; readiness
for motion; nimbleness, activity, dexterity in motion”
(http://dictionary.oed.com) – software development
methods attempt to offer once again an answer to the
eager business community asking for lighter weight along
with faster and nimbler software development processes.
This is especially the case with the rapidly growing and
volatile Internet software industry as well as with the
emerging mobile application environment. The new agile
methods have evoked a substantial amount of literature
and debates [e.g., 1, 2, 3].

Agile proponents claim that the focal aspects of light
and agile methods are simplicity and speed [4-6]. In
development work, accordingly, development groups
concentrate only on the functions needed immediately,
delivering them fast, collecting feedback and reacting
rapidly to business and technology changes [7-9].

The emerging of numerous different agile methods has
exploded during the last years and is not showing any
signs of ceasing. This has resulted in a situation where
researchers and practitioners are not aware of the existing
approaches or their suitability for varying real-life software
development situations. As for researchers and method
developers, the lack of unifying research hinders the
ability to establish a reliable and cumulative research
tradition.

The aim of this paper is to organize, analyze and make
sense out of the dispersed field of agile software
development methods. Based on the result of the analysis,
practitioners are in a better position to understand the
various properties of each method and make their
judgment in a more informed way. For these purposes, an
analytic framework is constructed, which guides the
analysis of the different existing methods. To scrutinize
the agile methods the following five perspectives are
chosen: software development life-cycle including the
process aspect, project management, abstract principles
vs. concrete guidance, universally predefined vs. situation
appropriate (i.e., fit-for-use), and empirical evidence.

The rest of the paper is composed as follows. The
second section presents a short  overview of the existing
agile methods. The third section presents the lenses for
the subsequent analysis. The fourth section presents a
comparative analysis of the referred methods and the fifth
section discusses the significance and the limitations of
the findings. The sixth section concludes this study,
recapitulating the key findings.
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2. An overview of agile methods

In this section the existing agile methods are identified
and their objectives briefly introduced. Figure 1 shows the
manifold agile software development methods and their
interrelationships together with their evolutionary paths.
Figure 1, purposefully, extends the considerations beyond
the scope of this paper. This means that some, more
philosophical meta-level expositions, which have in their
turn impinged upon the preceding agile methods either
directly or indirectly are included in the diagram. Figure 1
also depicts (i.e., using a dashed line) which methods (or
method developers) contributed to the publication of the
agile manifesto. (http://www.agilemanifesto.org).

For the purposes of this paper, agile software
development in general is characterized by the following
attributes: incremental, cooperative, straightforward, and
adaptive [10]. Incremental refers to small software releases,
with rapid development cycles. Cooperative refers to a
close customer and developer interaction. Straightforward
implies that the method itself is easy to learn and to
modify and that it is sufficiently documented. Finally,
adaptive refers to the ability to make and react to last
moment changes. Due to limited space, readers are referred
to [10] for further discussion on other possible
characterizations. In the following, each method’s
objectives are briefly introduced.

Adaptive software development.  Adaptive software
development (ASD) [11] attempts to bring about a new
way of seeing the software development in an
organization, promoting an adaptive paradigm. It offers
solutions for the development of large and complex
systems. The method encourages incremental and iterative
development, with constant prototyping. One ancestor of
ASD is “RADical Software Development” [12]. ASD
claims to provide a framework with enough guidance to
prevent projects from falling into chaos, but not too much,
which could suppress emergence and creativity.

Agile modeling. Agile modeling (AM) [13] is a new
approach for performing modeling activities. It attempts to
adapt modeling practices using an agile philosophy as its
backbone. The key focus in AM, therefore, is on modeling
practices and cultural principles. The underlying idea is to
encourage developers to produce sufficiently advanced
models to support acute design needs and documentation
purposes. The aim is to keep the amount of models and
documentation as low as possible. Cultural issues are
addressed by depicting ways to encourage
communication, and to organize team structures and ways
of working.

Crystal family. The Crystal family of methodologies
[14-16] includes a number of different methods from which
to select the most suitable one for each individual project.

Besides the methods, the Crystal approach also includes
principles for tailoring these methods to fit the varying
circumstances of different projects. Each member of the
Crystal family is marked with a color indicating the
‘heaviness’ of the method. Crystal suggests choosing the
appropriate-colored method for a project based on its size
and criticality. Larger projects are likely to ask for more
coordination and heavier methods than smaller ones.
Crystal methods are open for any development practices,
tools or work products, thus allowing the integration of,
for example, XP and Scrum practices.

Dynamic systems development method. Dynamic
systems development method (DSDM) [17, 18] is a method
developed by a dedicated consortium in the UK. The first
release of the method was in 1994. The fundamental idea
behind DSDM is that instead of fixing the amount of
functionality in a product, and then adjusting time and
resources to reach that functionality, it is preferred to fix
time and resources, and then adjust the amount of
functionality accordingly. The origins of DSDM are in
rapid application development. DSDM can be seen as the
first truly agile software development method.

Extreme programming. Extreme programming (XP) [5,
19, 20] is a collection of well-known software engineering
practices. XP aims at enabling successful software
development despite vague or constantly changing
software requirements. The novelty of XP is based on the
way the individual practices are collected and lined up to
function with each other. Some of the main characteristics
of XP are short iterations with small releases and rapid
feedback, close customer participation, constant
communication and coordination, continuous refactoring,
continuous integration and testing, collective code
ownership, and pair programming.

Feature-driven development. Feature-driven
development (FDD) [21, 22] is a process-oriented software
development method for developing business critical
systems. The FDD approach focuses on the design and
building phases.  The FDD approach embodies iterative
development with the practices believed to be effective in
industry. The specific blend of these ingredients makes
the FDD processes unique for each case. It emphasizes
quality aspects throughout the process and includes
frequent and tangible deliveries, along with accurate
monitoring of the progress of the project.

Internet-speed development. Internet-speed
development (ISD) [23-25] is arguably the least known
approach to agile software development. ISD refers to a
situation where software needs to be released fast,
thereby requiring short development cycles. ISD puts
forth a descriptive, management-oriented framework for
addressing the problem of handling fast releases. This
framework consists of time drivers, quality dependencies
and process adjustments.   
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Figure 1. Evolutionary map of agile methods.

These are rules under which companies have survived in
ISD. In this context the ‘process adjustment’ means
focusing on good people instead of process, i.e., “if
people are mature and talented, there is less need for
process” [23, p. 56].  The framework for ISD is considered
as more management and business-oriented than other
related approaches. ISD draws from the “Synch-and-
stabilize” approach by Microsoft, aimed at coping with a
fast-moving, or even chaotic, software development
business [26], and from emergent organizations, which are
organizations having a fast pace of organizational change
– an opposite to stable organizations [27]. ISD’s
theoretical background stems from Amethodological IS
development [28, 29], which argues that software
development is a collection of random, opportunistic
processes driven by accident. These processes are
simultaneous, overlapping and there are gaps and the
development itself occurs in completely unique and
idiographic forms. Finally, the development is negotiated,
compromised and capricious as opposed to predefined,
planned and mutually agreed.

Pragmatic programming. Pragmatic programming (PP)
[30] introduces a set of programming “best practices”. It
puts forward techniques that concretely augment the

practices discussed in the other agile methods. PP covers
most programming practicalities. The “method” itself is a
collection of short tips that focus on day-to-day problems ;
there are a total of 70 of them. These practices take a
pragmatic perspective and place focus on incremental,
iterative development, rigorous testing, and user-centered
design.

Scrum. The Scrum [31, 32] approach has been
developed for managing the software development
process in a volatile environment. It is an empirical
approach based on flexibility, adaptability and
productivity. Scrum leaves open for the developers to
choose the specific software development techniques,
methods, and practices for the implementation process. It
involves frequent management activities aiming at
consistently identifying any deficiencies or impediments
in the development process as well as the in the practices
that are used.
3. Lenses for the analysis

In order to make sense and scrutinize the existing agile
methods, proper analytic tools  are need. Many such
analytical tools have been proposed and used [e.g., 33,
34].  The following five analytical lenses were seen as
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relevant and complementary for addressing the research
purposes of the paper (Table 1).

Table 1. Lenses for the analysis.

Perspective Description Key
references

Software
developmen
t life-cycle

Which stages of the
software development life-
cycle does the method cover

[35, 36]

Project
management

Does the method support
project management
activities

[37, 38]

Abstract
principles
vs. concrete
guidance

Does the method mainly rely
on abstract principles or
does it provide concrete
guidance

[39]

Universally
predefined
vs. situation
appropriate

Is the method argued to fit
per se in all agile
development situations

[37]

Empirical
evidence

Does the method have
empirical support for its
claims

[37, 40-42]

A software development life-cycle is  a sequence of
processes that an organization employs to conceive,
design, and commercialize a software product [35, 36]. A
software development life-cycle perspective is needed to
observe which phases of the software development
process the agile methods cover. A software development
life-cycle can be seen as consisting of nine phases  [e.g.,
43]: project inception, requirements specification, design,
coding, unit test, integration test, system test, acceptance
test, system in use (i.e., maintenance). Life-cycle coverage
also includes that the process through which the software
production proceeds needs to be identified.

Methods should be efficient (as opposed to time and
resource consuming) [37]. Efficiency requires the existence
of project management activities to enable the proper
execution of software development tasks. Project
management is thus a support function that provides the
backbone for efficient software development [38].
Therefore, a project management perspective can be seen
as a relevant dimension in the evaluation of agile software
development methods.

Software development methods are often used for other
purposes than originally intended by their authors [39].
For example, Wastel [44] observed that methodologies act
as a social defense operating as a set of organizational
rituals. Thus, in order to evaluate whether the methods
can be used for other purposes than the necessary fiction
of control [39], a perspective of abstract principles versus
concrete guidance is needed. It will be evaluated whether
the agile software methods provide any concrete guidance

or do they rely on abstract rules of thumb. “Respect
people” without instructing how to actually perform it is
an example of an abstract principle. Concrete guidance, on
the other hand, refers to practices, activities and work
products at the different phases of the software
development life-cycle.

The Universally predefined versus situation
appropriate viewpoint stems from the works of Kumar
and Welke [37], Malouin and Landry [45], and Truex et
al.[29]. Universally predefined means a view according to
which there is one method or methodology that fits as
such to all (agile) development situations. In other words,
a universally predefined viewpoint proposes one ready-
made solution to all (agile) SW development endeavors.
The view of situation appropriate, as opposed to
universally predefined, holds that there can be no
predetermined set of methods that would fit per se to all
(agile) software development situations. In other words,
situation appropriate refers to the extent to which a
method is adjustable depending on the situation.

Empirical support is needed to see what kind of
empirical evidence the agile methods are grounded upon.
Clearly, one of the most important aspects of research is
the use of proper research methods [46]. Since software
development has a strong practical orientation, there is
need for studying the different agile methods in real life
situations [cf., 40, 41, 42], i.e., using empirical studies. This
viewpoint explores what, if any, empirical support the
different methods have.
4. Comparative analysis of the existing agile
methods

In this section, the existing agile methods are compared
using the analytical lenses defined in section three. Thus,
for each method the software life-cycle coverage, project
management support, type of guidance, situation
appropriateness and the level of empirical support is
evaluated. Each perspective will be analyzed separately.

Figure 2 serves for the purposes of the first three
lenses. Each method is divided into three bars. The
uppermost bar indicates whether a method provides
support for project management (analyzed in section 4.1).
The middle bar indicates whether a process through which
the software production proceeds is described (pertaining
to software development life-cycle analysis). The length of
the bar shows which phases of software development are
supported by different agile methods (analyzed in section
4.2). Finally, the lowest bar shows whether a method relies
mainly on abstract principles (white color) or does it
provide concrete guidance (gray color). This will be
analyzed in section 4.3.

In general, a gray color in a block indicates that the
method covers the perspective analyzed while a white
color indicates lack of such support.
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Figure 2. Comparing life-cycle, project management and concrete guidance support.

4.1. Project management

Agile software development methods differ to a large
degree in the way they cover project management
(uppermost bar in Figure 2). Currently, AM and PP do not
address the managerial perspective. XP has recently been
supplemented with some guidelines on project
management [47], but it still does not offer a
comprehensive project management view. Scrum, on the
other hand, is explicitly intended for the purpose of
managing agile software development projects. Thus,
Schwaber and Beedle [32] suggest the use of other
methods to complement a Scrum based software
development approach, naming XP as one alternative.

The approach promoted by ASD is the adaptive
(leadership-collaboration) management model [11]. The
point of view in ASD is on changing the software
development culture, essentially stating that management
will also have to bend in response to changes in projects.
FDD offers means for planning projects by product
features, and tracking the projects’ progress. FDD also
believes in empowering project managers; within an FDD
project, the project manager has the ultimate say on
project scope, schedule, and staffing [21].

DSDM suggests a framework of controls to supplement
the rapid application development approach. All of these
controls are designated to increase organizational ability

to react to business changes [18], which has become
commonplace nowadays in all agile software development
approaches. Therefore, the DSDM approach towards
project management is largely about facilitating the work
of the development teams, with daily tracking of the
project’s progress. Crystal’s solution to project
management focuses on increasing the ability to choose
the correct method for the purpose [16].

4.2. Software development life-cycle

Figure 2 shows that different agile methods are focused
on different aspects of the software development life-
cycle. DSDM is an independent method in the sense that
it attempts to provide complete support over all life-cycle
phases. The Internet-speed development approach also
addresses all the phases of the software development life-
cycle but only at a managerial level. Others are more
focused. ASD covers all other phases expect for project
inception, acceptance test and system in use. AM aims at
providing modeling support  for requirements specification
and design phases.

The Crystal family covers the phases from design to
integration test. XP, PP, FDD and Scrum are focused on
requirements specification, design, implementation (except
for Scrum) and testing up until the system test.
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From the process perspective, AM, ISD, Scrum (for the
implementation part) and PP approaches do not emphasize
(or have not described) the process through which the
software development proceeds. AM and PP are
supplements to other methods. Thus, in the case of AM
and PP the lack of a process perspective seems
reasonable. However, ISD lacks clarity in this regard. In
the other agile software development methods (i.e., ASD,
Crystal, DSDM, XP, FDD and Scrum), the development
process has been described.

4.3. Abstract principles vs. concrete guidance

The lowest bar in Figure 2 indicates whether the
method relies on concrete guidance (gray color) or on
abstract principles (white color).

A method that is useful and efficient should not refer to
abstract principles only in forming the core of the method
[39]. It is claimed that abstract principles are useless if not
supported with concrete guidance [48]. Concrete
guidance, in this context, refers to practices, activities and
work products that characterize and provide guidance on
how a specific task can be executed. For example, FDD
lays down eight practices that “must” be used if
compliance with the FDD development rules is to be
valued [21]. They continue that the “team is allowed to
adapt them according to their experience level”. Especially,
in the case of these “must” practices, concrete guidance
should be provided how, in practice, this adaptation can
be executed. If such guidance is missing (as it is, in this
case), we interpret it as a reliance to abstract principles.

Based on this distinction, it was found that five out of
nine agile software development methods included in the
analysis place emphasis on abstract principles over
concrete guidance. ASD is more about concepts and
culture than software practice. Crystal, depending on the
system criticality and project size, mandates certain
practices but does not provide any guidance on how to
execute them. DSDM states  that due to the fact that each
organization is different no practices are detailed [18].
Instead, organizations should develop the practices
themselves. Concrete guidance on how this should be
done, is not provided. Internet-speed development
establishes certain practices or principles that should be in
place. However, it does not offer any concrete guidance
on how one should actually carry out the ideas of e.g.
“always analysis” or “dynamic requirements negotiation”.

AM, XP and PP have been directly derived from
practical settings. Their purpose and goal is to feed
collected “best practices” back into the actual practice of
software development. Hence, these three methods are
strong in their focus on concrete guidance. Whether the
guidance they offer, however, is of value and correct falls

beyond the scope of this paper (whether the guidance is
supported by empirical evidence is , however, analyzed in
section 4.5). Scrum defines the practices and offers
guidance for the requirements specification phase as well
as the integration testing phase. Implementation phases,
as stated earlier, are not a part of the method.

4.4. Universally predefined vs. situation
appropriate

The goal of agile software development is to increase
the ability to react and respond to changing business,
customer and technological needs at all organizational
levels . Agile software development methods are used in a
hope of nearing toward this goal. While agility refers to
nimbleness, a method aiding this process needs to be
nimble as well. In other words, in order to increase the
level of agility, the tools (i.e., agile software development
methods) used in the development process need to be
agile also, i.e. situation appropriate. Situation appropriate
therefore means that a method can be adjusted to different
situations. A method should be flexible enough to enable
adjustments to be made on-the-fly, i.e. whenever the
situation calls for an adjustment. A universally predefined
viewpoint proposes one ready-made solution to all agile
software development endeavors.

Table 2 presents the results of the analysis regarding
situation appropriateness and empirical evidence. The
results are shown here using the following scale:

+ Situation appropriate, adjustable
– Universally predefined solutions, not adjustable
Empirical evidence will be discussed in the next

subsection. Here, the following scale is used:
+ Some empirical evidence exists
– No empirical evidence exists

Table 2. Situation appropriateness and empirical
evidence

Perspective: Situation
appropriateness

Empirical
evidence

ASD + -
AM + -
Crystal - -
DSDM + -
XP + +
FDD - -
Internet speed + +
PP + -
SCRUM + +



Copyright 2003 IEEE. Published in the Proceedings of the International Conference on Software Engineering, May 3-5, 2003, Portland,
Oregon, USA.

Cockburn’s [16] Crystal family of methodologies
explicitly provides criteria on how to select the
methodology for a project. The selection is made based on
project size, criticality and priority [49]. Based on these
factors a decision is made about which methodology
should be used. However, when the project is underway
the situation appropriateness is diminished. This
interpretation is based on the fact that Crystal methods
offer prescriptive guidance. This means that Crystal e.g.
enforces certain rules such as  “the projects always use
incremental development cycles with a maximum increment
length of four months” Thus, the adjustment is made by
choosing one of the several “universal solutions” such as
Crystal Clear or other.

The analysis shows further that FDD also has goals
that are grounded on imperatives or prescriptive guidance
similar to Crystal. Palmer and Felsing [21, p. 35] explain
that FDD is “built around a core set of ‘best practices’.”
All of these practices must be used in order to “get the full
benefit that occurs by using the whole FDD process”.
FDD is claimed to suit for “any software development
organization that needs to deliver quality, business-critical
software systems on time.” [21, p. xxiii]. Thus, FDD,
Crystal and DSDM all represent universal prescriptions
that claim to have the suitability for all agile software
development situations, scopes and projects.

The DSDM Consortium [17] has published a method
suitability filter in which three areas are covered: business,
systems and technical [18]. The filter involves a series of
questions such as “Are the requirements flexible and only
specified at a high level?” or “Is functionality going to be
reasonably visible at the user interface?” and some
rationalization about which type of an answer would yield
greater benefits if DSDM were to be applied. While the
method filter is predominantly about deciding whether the
method itself is applicable or not, a recent study [50]
showed how the DSDM was tailored in a CMM context to
a project’s purposes, implying the necessary situation
appropriate characteristics.

Further, the ASD, AM, XP, ISD, PP and Scrum
approaches allow situation appropriate modifications. For
example, regarding XP Beck [5, p.77] suggests: "If you
want to try XP, … don't try to swallow it all at once. Pick
the worst problem in your current process and try solving
it the XP way." Beck maintains is that there is no process
that fits every project as such, but rather the practices
should be tailored to suit the needs of individual projects.
We interpret this in such a way that the number of
adjustments is not limited. One of XP’s practices, namely
“just rules”, implies that while the rules are followed, they
can be changed if a mutual understanding among the
development team is achieved. This implies that XP
supports situation appropriateness.

AM and PP offer supplemental practices and concrete
guidance on how and when to apply them in actual
software development work. Their authors describe the
situations and rationale for applying the practices
suggested but refrain from offering prescriptive guidance.
4.5. Empirical evidence

This viewpoint explores what, if any, empirical support
the different agile software development methods have.
Table 2 presents the results of the analysis regarding the
empirical evidence (right column).

While ASD, Crystal, FDD and Scrum are derived from
subjective practical experience, the way they were
developed is not based on reliable and systematic
research. Thus their solutions lack real empirical support.
AM and PP do not offer empirical support for their
suggestions, either. Regarding Scrum, Schwaber and
Beedle [32, p.31] claim e.g., that “[Scrum]  practices have
been established through thousands of Scrum projects”.
None of these projects are cited however, which invites
skepticism regarding the validity of the empirical evidence.
More recently, however, a study [51] can be found where
Scrum was tested in real-life projects, thus showing that
the body of needed industrial evidence is gradually
growing, and that Scrum has some empirical support.

Internet-speed development has a degree of empirical
support. It is based on qualitative case studies in nine
companies [23]. We see that these cases are aimed at
increasing our understanding of how Interned-speed
companies survived, not proposing “laws” for making
successful agile SW development.

XP is not based on systematic research but rather on
the expertise and experiences of a few individual software
engineers. However, parts of XP have been studied
empirically. For example, empirical studies exist on pair
programming [52, 53]. Maurer and Martel [54] include
some concrete numbers regarding the productivity gains
using XP in a web development project. Furthermore, there
are some experience reports available of applying XP in
industrial [e.g., 55-57] and university [e.g., 9, 58] settings.
These studies provide the necessary insight on the
possibilities and restrictions of XP.

DSDM has been developed by a dedicated consortium.
Stapleton (1997) claims that empirical evidence exists in
the form of experience reports (i.e., white papers) that are
shared with the members of the consortium. However,
since they are not made publicly available we interpret that
the claims of DSDM are not empirically supported.

5. Discussion

In this section, the results of the comparative analysis
are discussed. The purpose is to identify the principal
implications for research and practice in the field of
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software engineering. Table 3 summarizes these
implications.

Table 3. Results and implications of the study

Perspective Description of the
results

Implications

Software
developmen
t life-cycle

Methods, without
rationalization,
cover different
phases of the life-
cycle.

Life-cycle coverage
needs to be explained
and interfaces with
phases not covered
need to be clarified.

Project
management

While most
methods appear to
cover project
management, true
support is
missing.

Conceptual
harmonization is
needed. Project
management can not
be neglected.

Abstract
principles
vs. concrete
guidance

Abstract
principles
dominate the
method literature
and developers’
minds.

Emphasis should be
placed on enabling
practitioners to utilize
the suggestions
made.

Universally
predefined
vs. situation
appropriate

Universal
solutions
dominate the
literature.

More work on how to
adopt agile methods
in different
development
situations is needed.

Empirical
support

Empirical evidence
is limited; most of
the research is at
conceptual level

More empirical,
situation-specific,
experimental work is
needed; results need
to be publicly
available.

Software development life-cycle: Different agile
methods cover different phases of the software
development life-cycle. The rationalization of phases
covered was, however, missing. The question that must,
therefore, be raised is whether it is more profitable to cover
more and to be more extensive, or cover less and to be
more precise. Completeness, a notion introduced by
Kumar and Welke [37], requires that a method is complete
as opposed to partial. In the analysis it was realized that
“completeness” is an element that must be associated
both with vertical (i.e., level of detail) and horizontal (i.e.,
life-cycle coverage) dimensions. None of the methods
evaluated were either extensive or precise. The
practitioners, currently, have partial solutions to problems
that cover a wider area than the methods do. It is
suggested that method developers concentrate more on
specialization than generalization in the areas of their
expertise. On one hand, methods that cover too much

ground, i.e. all organizations, phases and situations, are
too general or shallow to be used. On the other hand,
methods that cover too little (e.g., one phase) may be too
restricted or lack a connection to other methods.

Project management: Software engineering is a
practically oriented field. Yet, while most (i.e., five out of
nine) agile methods do incorporate support for project
management, true support is scarce. Considering this
perspective from a method feasibility point of view,
efficient project management is of utmost importance
when agile principles such as daily builds, short release-
cycles, etc. are followed. Moreover, and more importantly,
the concepts of, e.g., release and daily builds differ from
one method to another. This invites more confusion than
clarity. It appears that the method developers are aiming
for their niche by using purposefully differing
terminology. Practitioners, especially project managers, are
in a difficult position when a decision of the most suitable
approach should be made. The operational success of any
method lies on its ability to be incorporated in the
software project’s daily rhythm. We, thus, maintain that
project management considerations need to be addressed
explicitly to ensure the alignment between a developer and
the project management.

Abstract principles vs. concrete guidance: Only three
out of nine agile methods offer concrete guidance.
Abstract principles appear to dominate the agile method
literature and developers’ minds. The agile community is
more concerned about getting acceptance to proposed
values than in offering guidance on how to use the
operative versions of these values. Currently, concrete
guidance exists mostly in methods that are very limited in
their scope (i.e., AM) or depth (i.e., PP). More work is
needed in determining how the claimed practices, activities
and work products are made to operate in different
organizations and situations so that practitioners have a
solid base on which to constitute their decisions.

Universally predefined vs. situation appropriate:
Some of the well-known agile methods (e.g., FDD) were
found to be universally predefined. Nevertheless, the few
methods (e.g., Crystal) that recognize the fact that “one
size does not fit to all situations”, still do not expound any
guidance on how this fitting process may be done. This
being the case, forthcoming methods and studies should
pay particular attention to situation appropriateness, and
offer guidance on how the methods should be used in
different agile software development situations. This also
requires the ability to identify the particular situations in
which these fitting or adjustment activities need to be
done.

Empirical support: Empirical evidence, based on
rigorous research, is scarce. Only three out of nine
methods have some empirical support for their claims. Yet,
it should be noted that some of the methods (e.g., XP) are
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increasingly producing more and more empirical studies,
which is bound to mature the methodological base. Lack
of empirical evidence results in practitioners not having
reliable evidence on the real usability and the
effectiveness of particular methods. They do not know
whether the existing methods really make sense – do the
methods describe proven wisdom or folktales. As for
researchers and method developers, the lack of empirical
evidence does not help in establishing a reliable and
cumulative research tradition. Currently, researchers do
not have access to reliable evidence on existing works.
Such information is, however, necessary in pondering
which parts of the previous works have a truth in them,
and to decide to which extent future research can be based
on existing wisdom.  Thus, more empirical work is needed
to study the implications of the different agile methods in
different organizations and situations. Also, it should be
noted that empirical evidence – that is, if it exists – should
be publicly accessible. Currently, empirical studies on
DSDM are made available only to members of the
consortium.

Empirical works that study the effects of particular
methods, their ease of use, costs, and possible negative
implications for different sizes and lines of business, are
needed in particular. The empirical work should use both
qualitative and quantitative research methods to study
these issues.

6. Conclusions

Agile software development methods have evoked a
substantial amount of literature and debates. However,
academic research on the subject is still scarce, as most
existing publications are written by practitioners or
consultants. Yet, many organizations are considering to
use or have already applied practices that are claimed to
make their way of performing and delivering software more
agile.

The aim of this paper is to attempt to make sense out of
the jungle of emerged agile software development
methods. Based on the result of the analysis, practitioners
are in a better position to understand the various
properties of each method and make their judgment in a
more informed way. The approach chosen for the purpose
was that of comparative analysis . The analytical lenses
included five perspectives: software development life-
cycle including the process aspect, project management,
abstract principles vs. concrete guidance, universally
predefined vs. situation appropriate, and empirical
evidence.

We observed that methods, without rationalization,
cover certain/different phases of the life-cycle. A majority
of them did not provide true support for project

management, and abstract principles appeared to dominate
the current method literature and developers’ minds.
While universal solutions have a strong support in the
respective literature, empirical evidence is currently very
limited.

Based on the above, new directions were offered.
Namely, it was suggested that emerging new agile
methods need to clarify their range of applicability and
explain the interfaces to those parts of the software
development life-cycle which are not a part of the chosen
focus. In addition it was suggested that emphasis should
rather be placed on method specialization than
generalization. However, this specialization should
enhance the conceptual harmonization rather than to work
against it. Furthermore, the project management
perspective cannot be neglected, if a method is to
encroach on day-to-day software development practices.
Emphasis  should also be placed on enabling practitioners
to utilize the suggestions made. This requires placing the
focus in method development on empirically validated
situation-specific solutions.

The current trend on agile methods has focused on
fabricating a pile of conceptual methods. Instead of
hurrying to introduce yet more agile methods, the method
developers should pay particular attention to address the
problems described. The field is crying for sound
methods, i.e. methodological quality - not method
quantity.
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